**Q1) What is an abstract class?**

Abstract classes are classes that contain one or more abstract methods. An abstract method is a method that is declared, but contains no implementation.

Note:

* If even a single method is abstract, the whole class must be declared abstract.
* Abstract classes may not be instantiated, and require subclasses to provide implementations for the abstract methods.
* You can’t mark a class as both abstract and final.

**Q2) Can we instantiate an abstract class?**

An abstract class can **never** be instantiated. Its sole purpose is to be extended (subclassed).

**Q3) What are the differences between Interface and Abstract class?**

|  |  |
| --- | --- |
| **Abstract Class** | **Interfaces** |
| An abstract class can provide complete, default code and/or just the details that have to be overridden. | An interface cannot provide any code at all, just the signature. |
| In case of abstract class, a class may extend only one abstract class. | A Class may implement several interfaces. |
| An abstract class can have non-abstract methods. | All methods of an Interface are abstract. |
| An abstract class can have instance variables. | An Interface cannot have instance variables. |
| An abstract class can have any visibility: public, private, protected. | An Interface visibility must be public (or) none. |
| If we add a new method to an abstract class then we have the option of providing default implementation and therefore all the existing code might work properly. | If we add a new method to an Interface then we have to track down all the implementations of the interface and define implementation for the new method. |
| An abstract class can contain constructors. | An Interface cannot contain constructors. |
| Abstract classes are fast. | Interfaces are slow as it requires extra indirection to find corresponding method in the actual class. |

**Q4) When should I use abstract classes and when should I use interfaces?**

**Use Interfaces when…**

* You see that something in your design will change frequently.
* If various implementations only share method signatures then it is better to use Interfaces.
* you need some classes to use some methods which you don't want to be included in the class, then you go for the interface, which makes it easy to just implement and make use of the methods defined in the interface.

**Use Abstract Class when…**

* If various implementations are of the same kind and use common behavior or status then abstract class is better to use.
* When you want to provide a generalized form of abstraction and leave the implementation task with the inheriting subclass.
* Abstract classes are an excellent way to create planned inheritance hierarchies. They're also a good choice for nonleaf classes in class hierarchies.

**Q5) When you declare a method as abstract, can other non-abstract methods access it?**

Yes, other non-abstract methods can access a method that you declare as abstract.

**Q6) Can there be an abstract class with no abstract methods in it?**

Yes, there can be an abstract class without abstract methods.

**Q7) What is an Interface?**

An interface is a description of a set of methods that conforming implementing classes must have.

Note:

* You can’t mark an interface as final.
* Interface variables must be static.
* An Interface cannot extend anything but another interfaces.

**Q8) Can we instantiate an interface?**

You can’t instantiate an interface directly, but you can instantiate a class that implements an interface.

**Q9) Can we create an object for an interface?**

Yes, it is always necessary to create an object implementation for an interface. Interfaces cannot be instantiated in their own right, so you must write a class that implements the interface and fulfill all the methods defined in it.

**Q10) Do interfaces have member variables?**

Interfaces may have member variables, but these are implicitly public, static, and final- in other words, interfaces can declare only **constants**, not instance variables that are available to all implementations and may be used as key references for method arguments for example.

**Q11) What modifiers are allowed for methods in an Interface?**

Only public and abstract modifiers are allowed for methods in interfaces.

**Q12) What is a marker interface?**

Marker Interface is a special interface in Java without any field and method. Marker interface is used to inform compiler that the class implementing it has some special behavior or meaning. Some example of Marker interface is,

* java.io.serializable
* java.lang.Cloneable
* java.rmi.Remote
* java.util.RandomAccess

All these interfaces do not have any method and field. They only add special behavior to the classes implementing them. However marker interfaces have been deprecated since Java 5, they were replaced by **Annotations**. Annotations are used in place of Marker Interface that play the exact same role as marker interfaces did before.

**Q13) When to use Abstract class and when to use Interfaces?**

**Using Abstract Class**

* You want to share code among several closely related classes.
* You expect that classes that extend your abstract class have many common methods or fields or require access modifiers other than public (such as protected and private).
* You want to declare non-static or non-final fields. This enables you to define methods that can access and modify the state of the object to which they belong.

**Using Interfaces**

* You expect that unrelated classes would implement your interface. For example, the interfaces Comparable and Cloneable are implemented by many unrelated classes.
* You want to specify the behavior of a particular data type, but not concerned about who implements its behavior.
* You want to take advantage of multiple inheritances.

**1) Abstract class must have only abstract methods. True or false?**

False. Abstract methods can also have concrete methods.

**2) Is it compulsory for a class which is declared as abstract to have at least one abstract method?**

Not necessarily. Abstract class may or may not have abstract methods.

**3) Can we use “abstract” keyword with constructor, Instance Initialization Block and Static Initialization Block?**

No. Constructor, Static Initialization Block, Instance Initialization Block and variables can not be abstract.

**4) Why final and abstract can not be used at a time?**

Because, final and abstract are totally opposite in nature. A final class or method can not be modified further where as abstract class or method must be modified further. “final” keyword is used to denote that a class or method does not need further improvements. “abstract” keyword is used to denote that a class or method needs further improvements.

**5) Can we instantiate a class which does not have even a single abstract methods but declared as abstract?**

No, We can’t instantiate a class once it is declared as abstract even though it does not have abstract methods.

**6) Can we declare abstract methods as private? Justify your answer?**

No. Abstract methods can not be private. If abstract methods are allowed to be private, then they will not be inherited to sub class and will not get enhanced.

**7) We can’t instantiate an abstract class. Then why constructors are allowed in abstract class?**

It is because, we can’t create objects to abstract classes but we can create objects to their sub classes. From sub class constructor, there will be an implicit call to super class constructor. That’s why abstract classes should have constructors. Even if you don’t write constructor for your abstract class, compiler will keep default constructor.

**8) Can we declare abstract methods as static?**

No, abstract methods can not be static.

**9) Can a class contain an abstract class as a member?**

Yes, a class can have abstract class as it’s member.

**10) Abstract classes can be nested. True or false?**

True. Abstract classes can be nested i.e an abstract class can have another abstract class as it’s member.

**11) Can we declare abstract methods as synchronized?**

No, abstract methods can not be declared as synchronized. But methods which override abstract methods can be declared as synchronized.

**12) Can we declare local inner class as abstract?**

Yes. Local inner class can be abstract.

**13) Can abstract method declaration include throws clause?**

Yes. Abstract methods can be declared with throws clause.

**1) Can interfaces have constructors, SIB and IIB?**

No. Interfaces can’t have constructors, SIB and IIB. They show 100% abstractness.

**2) Can we re-assign a value to a field of interfaces?**

No. The fields of interfaces are static and final by default. They are just like constants. You can’t change their value once they got.

**3) Can we declare an Interface with “abstract” keyword?**

Yes, we can declare an interface with “abstract” keyword. But, there is no need to write like that. All interfaces in java are abstract by default.

**4) For every Interface in java, .class file will be generated after compilation. True or false?**

True. .class file will be generated for every interface after compilation.

**5) Can we override an interface method with visibility other than public?**

No. While overriding any interface methods, we should use public only. Because, all interface methods are public by default and you should not reduce the visibility while overriding them.

**6) Can interfaces become local members of the methods?**

No. You can’t define interfaces as local members of methods like local inner classes. They can be a part of top level class or interface.

**7) Can an interface extend a class?**

No, a class can not become super interface to any interface. Super interface must be an interface. That means, interfaces don’t extend classes but can extend other interfaces.

**8) Like classes, does interfaces also extend Object class by default?**

No. Interfaces don’t extend Object class. ( Click [here](https://javaconceptoftheday.com/interface-extend-object-class-java/) for more )

**9) Can interfaces have static methods?**

No. Interfaces can’t have static methods.

**10) Can an interface have a class or another interface as it’s members?**

Yes. Interfaces can have classes or interfaces as their members.

**11) What are marker interfaces? What is the use of marker interfaces?**

**Marker interfaces** in java are interfaces with no members declared in them. They are just an empty interfaces used to mark or identify a special operation. For example, Cloneable interface is used to mark cloning operation and Serializable interface is used to mark serialization and deserialization of an object. Marker interfaces give instructions to JVM that classes implementing them will have special behavior and must be handled with care.

Marker interfaces don’t provide any functionality. In earlier versions of Java (Before Java 5), marker interfaces are used to provide metadata to the readers. With the introduction of **annotations** from Java 5, annotations are used more instead of marker interfaces to provide metadata . But, still many use marker interfaces to mark the special behavior of a class.

## Java’s built-in Marker Interfaces :

These are some built-in marker interfaces in java which are used to mark some special behavior of a class.

**1) java.lang.Cloneable Interface :**

This interface is used to mark the cloning operation. An object of a class which implements Cloneable interface is eligible for field-by-field copying of an object.

**2) java.io.Serializable Interface :**

This interface is used to mark serialization and deserialization of an object. Serialization is a process in which an object state is read from memory and written into a file or a database. Deserialization is a process in which an object state is read from a file or a database and written back into memory. Any class which wants it’s object to be eligible for serialization and deserialization must implement Serializable interface.

**3) java.util.EventListener :**

This is also a marker interface which must be extended by all event listener interfaces.

**4) java.rmi.Remote :**

This is also a marker interface which is used to mark the invocation of a method remotely. Only methods of those classes which implement Remote interface are eligible for invocation by non-local virtual machine.

**5) RandomAccess:**

## User Defined Marker Interfaces :

You can define your own marker interfaces to indicate about any special behavior. Below is such an example. In this example, Cash and Checque are two marker interfaces which are used to indicate whether payment is done by cash or checque.

interface Cash

{

}

interface Checque

{

}

class PaymentOne implements Cash

{

    static void paymentByCash()

    {

        System.out.println("Payment is done by cash");

    }

}

class PaymentTwo implements Checque

{

    static void paymentByChecque()

    {

        System.out.println("Payment is done by checque");

    }

}

public class MainClass

{

    public static void main(String[] args)

    {

        PaymentOne.paymentByCash();

        PaymentTwo.paymentByChecque();

    }

}

## Alternative To Marker Interfaces :

1) **Internal flags** can be used instead of marker interfaces to indicate any special operation.

2) **Annotations** are recommended instead of marker interfaces to indicate any special operation.

**Interface VS Abstract Classes**

[![Interface Vs Abstract Class After Java 8](data:image/png;base64,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)](https://javaconceptoftheday.com/wp-content/uploads/2019/04/InterfaceVsAbstractClassJava8.png)